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ABSTRACT: The Ambiguous Nucleotide Tool (ANT) is a desktop
application that generates and evaluates degenerate codons. Degenerate
codons are used to represent DNA positions that have multiple possible
nucleotide alternatives. This is useful for protein engineering and directed
evolution, where primers specified with degenerate codons are used as a
basis for generating libraries of protein sequences. ANT is intuitive and can
be used in a graphical user interface or by interacting with the code through
a defined application programming interface. ANT comes with full support
for nonstandard, user-defined, or expanded genetic codes (translation
tables), which is important because synthetic biology is being applied to an
ever widening range of natural and engineered organisms. The Python
source code for ANT is freely distributed so that it may be used without restriction, modified, and incorporated in other software
or custom data pipelines.
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For protein engineering and directed evolution, it is
common to generate focused libraries of protein sequences

that contain all 20 canonical amino acids, or a subset thereof, at
specific positions. Such libraries are typically generated by
performing PCR using DNA primers with one or more codons
containing nucleotide mixes (degenerate codons). Degenerate
codons are specified using the International Union of Pure and
Applied Chemistry (IUPAC)-standardized ambiguous nucleo-
tide alphabet (Supporting Information Table S1).1 For
example, the degenerate codon NNK (N = T/C/A/G; K =
T/G) can be used to generate a library of sequences encoding
all 20 canonical amino acids. Using the NNK degenerate codon
introduces bias since it specifies 32 real codons while there are
only 20 amino acids.2 This bias can be removed by specifying a
subset of real codons using combinations of degenerate codons
such as the NDT + VHG + TGG codon combination3 or the
NDT + VMA + ATG + TGG combination.4 The former
reduces the number of amino acid duplications to two, and the
latter, to zero.3,4 Using such strategies to reduce redundancy is
important, as the number of unique DNA sequences grows
exponentially with the number of targeted sites and their
respective degeneracy. Even with reduced redundancy, the
number of clones that needs to be screened can be hard to
manage. For example, for a library generated with the NDT +
VMA + ATG + TGG codon combination at four sites, a total of
479.312 clones must be screened to reach 95% statistical library
coverage.5 To reduce the number of clones that need to be
screened, one may use various structure- or sequence-based
bioinformatic approaches to identify amino acid subsets to
test.6,7 Alternatively, one may use predefined degenerate
codons that specify amino acid subsets with certain properties.

For example, these can include amino acids that are hydrophilic
(codon: VRK), hydrophobic (codon: NYC), small (codon:
KST), charged (codon: RRK), or balanced in their sampling of
properties (codon: NDT).8,9 However, finding which degen-
erate codon to use for an ad hoc selection of amino acids is not
trivial. Conversely, manually validating that a given degenerate
codon actually encodes the specified amino acids is very time-
consuming and error-prone. Tools such as DC-analyzer, MDC-
analyzer, LibDesign, AA-Calculator, and GLUE-IT have been
developed to assist in these processes.4,5,8,10 While these tools
are useful, they come with caveats that limit their generality.
First, they do not let the user specify the genetic code used for
computation. This is a limitation, as synthetic biology is
increasingly applied also to organisms that do not use the
standard genetic code. Second, the tools cannot handle
expanded genetic codes, such as those where the UAG stop
codon or the AUA isoleucine codon have been reassigned to
encode unnatural amino acids (UAA).11−15 The ability to
design protein libraries making use of UAA is important, as
their functional contribution can confer selective advantages.16

Lastly, the existing tools cannot be incorporated into custom
bioinformatic pipelines due to the code being unavailable or
closed source. The synthetic biology and protein engineering
communities would therefore benefit from an intuitive software
tool for computing and evaluating degenerate codons without
these limitations.
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■ THE ANT APPLICATION
Here, we present the Ambiguous Nucleotide Tool (ANT), a
flexible, user-friendly software tool with full support for all
known genetic codes, user-defined genetic codes, and expanded
genetic codes. The software runs locally on the user’s computer,
can compute degenerate codons for a user-defined set of amino
acids, and can also evaluate which amino acids are encoded by a
specific degenerate codon. For each amino acid selection, the
degenerate codon with the fewest off-target amino acids and
least codon redundancy is presented to the user. The software
also provides a look-ahead function that highlights amino acids
that may be chosen without introducing further off-target
amino acids. Alternative degenerate codons can also easily be
retrieved by the user. ANT is free and open source, released
under the GNU General Public License, v3.0 (GPL3), such that
researchers may freely study, modify, and redistribute the code.
The Python source code is available at https://github.com/
mengqvist/ANT.

■ HOW DOES ANT WORK?
ANT is a desktop application that allows the user to determine
the degenerate codons for a given set of amino acids as well as
to evaluate which amino acids a degenerate codon specifies.
This can be done either using a Python-based command line
application programming interface (API), allowing for incor-
poration in data pipelines, or through a point-and-click
graphical user interface (GUI), allowing users with no

programming experience to use the software. A user-defined
genetic code that uses the UAG codon for nonstandard amino
acids is provided as an example of ANT’s support for expanded
genetic codes.11−14

Parameters. In ANT, there are three parameters that may
be specified: (I) the genetic code (translation table) that should
be used for the computation, (II) a set of amino acids for which
a degenerate codon should be computed, (III) a degenerate
codon for which the encoded amino acids should be found. To
compute a degenerate codon, parameters I and II need to be
set. To evaluate a degenerate codon, parameters I and III need
to be set. In addition to these parameters, a settings file is
provided in which codons can be excluded from the
computation and a user-specified codon table can be easily
edited.

Working with the GUI. There are two alternate layouts for
the GUI. One shows the amino acids at the periphery of a
codon wheel (Figure 1), and the other indicates the
physiochemical properties of each amino acid by displaying
them in a series of Venn diagrams17 (Figure S1). When
working with the GUI, the genetic code appropriate for the
target organism is first chosen (Figure 1, label 1). A list of
genetic codes can be found at NCBI (http://www.ncbi.nlm.nih.
gov/Taxonomy/Utils/wprintgc.cgi) and in Supporting Infor-
mation Table S2. The user may then either start selecting
amino acids by clicking on the codon wheel (Figure 1, label 2)
or by specifying a degenerate codon to evaluate (Figure 1, label

Figure 1. Overview of the ANT GUI. The different features of the GUI are indicated with magenta labels. (1) A dropdown menu for choosing the
genetic code. (2) A codon circle for visualizing the amino acid selection as well as for choosing desired amino acids. (3) A text field in which a
degenerate codon may be entered for evaluation. (4) The current degenerate codon is displayed in large letters, and the nucleotides specified are
shown in small letters. (5) A bar graph of the codon count for each encoded amino acid. (6) Button for copying a complete report to the clipboard.
(7) A checkbox that allows the user to switch between the codon wheel visualization (shown here) and the amino acid properties visualization (see
Figure S1).
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3). If specifying amino acids using the codon wheel, then the
chosen amino acids are highlighted in green, amino acids that
may still be chosen without further off-target amino acids are
highlighted in yellow, and off-target amino acids are highlighted
in red (Figure 1, label 2). If evaluating a codon, then the
encoded amino acids are highlighted on the codon wheel in
green and amino acids that may be chosen without further off-
targets are highlighted in yellow. The genetic code can be
changed at any time with an active amino acid selection. The
degenerate codon representing the current amino acid selection
is shown in large lettering, whereas the real nucleotides defined
by the degenerate codon are shown in small lettering (Figure 1,
label 4). The number of times each amino acid is encoded
(chosen and off-target) is displayed in their respective colors in
a bar graph (Figure 1, label 5). A full result report can be copied
to the system clipboard (Figure 1, label 6). In addition to
providing the degenerate codon, the exported information lists
the chosen amino acids, off-target amino acids, amino acids that
may be chosen without further off-target amino acids, the real
codons defined by the degenerate codon, the genetic code used
for the computation, the library size and number of clones
needed to screen to reach 95% library coverage, and a list of
alternate degenerate codons. The percentage library coverage
returned in this report can be changed by modifying the
settings file. ANT thus enables the user to very easily generate a
wealth of useful information in a simple point-and-click GUI.
The GUI requires a working installation of Python (https://
www.python.org/) as well as wxPython (http://www.
wxpython.org/).
Working with the API. For incorporation into data

pipelines, ANT may also be used in a Python interpreter or
imported in a Python script. A codon object is first generated
by specifying amino acids and a genetic code or by specifying a
degenerate codon and a genetic code (Table 1, numbers 1 and

2). Attributes of that object can then be easily retrieved and
contain the same information that can be accessed through the
GUI (Table 1, numbers 3−10). Finally, a complete report can
be retrieved (Table 1, number 11). The API requires only a
working installation of Python.

Algorithm for Generating a Degenerate Codon. When
the user specifies a set of amino acids for which the degenerate
codon should be found, the algorithm works as follows: Using
the specified genetic code, all codons for each of those amino
acids are retrieved. If any undesirable codons have been
specified in the settings file, then they are removed from the list
and thereby excluded from the computation. Separately, for
positions 1, 2, and 3 of these codons, all ambiguous nucleotides
that match at least one nucleotide for each amino acid are
found. Every combination of the ambiguous nucleotides for
codon positions 1, 2, and 3 is then made and represents a set of
possible degenerate codons. Each degenerate codon is scored
by converting back to real codons, translating to amino acids,
and checking against the user-defined amino acid selection. The
scoring function retains the degenerate codons with the fewest
off-target amino acids (encoded amino acids that were not
chosen by the user). This may be one or several codons, but
they all represent the minimum number of off-target amino
acids. However, these may differ in their redundancy. The
scoring function therefore goes through them and selects the
one that encodes the fewest number of real codons, to decrease
redundancy. The resulting codon is presented to the user. To
compute which other amino acids may be chosen without
adding more off-target amino acids, a look-forward function is
used. The look-forward function takes the current amino acid
selection, goes through all of the unchosen amino acids one-by-
one, and evaluates whether these lead to new off-target amino
acids or not. The entire computation is finished in less than 1 s
on an average laptop computer.

Table 1. Specification of the ANT API
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Algorithm for Evaluating a Codon. To evaluate a
degenerate codon, the first, second, and third degenerate
nucleotides are converted to their actual nucleotide counter-
parts. Every combination of these is then made while
maintaining the position of each nucleotide. The resulting
codons are translated to amino acids using the specified genetic
code.
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